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0. Introduction

CellFlow is a CFD (=Computational Fluid Dynamics) program. The idea is to calculate quantities like velocities, pressures and temperatures by computer. This is done by discretization: chopping up a geometry into cells, and then solving the finite set of equations for these cells. 
The main features of CellFlow are:

1. It is free. 

2. It is N-dimensional

On the one hand Cellflow is intended to be a quick engineering tool in 1 or 2 dimensions, but it can handle any number of dimensions. I was curious what would happen in 4 dimensions and higher, so I built in a flexible number of dimensions from the start. 
3. Input by spreadsheet.

The preprocessing is intended to be done in a spreadsheet, and exported as a tab-separated text file with extension “.GMT”. (GMT stands for geometry) 
4. Explicit time dependency.

Cell flow is a simulator: At each time steps, all variables are known, and the variables for the next time steps are calculated using explicit equations. No equations are solved implicitly. Unlike most CFD codes, CellFlow uses compressible flow, so the continuity equation is explicit.
5. Physical discretisation

The idea of “physical discretization” is that the discretization is not just a mathematical method, but the discretized system can itself be considered a physical system. So for example when there is a flow between two cells, we consider a bucket of size [mass flow]*[time step] of the contents of the upstream cell to be emptied into the downstream cell. The result of implementing this philosophy is that we will get a transparent program, where each calculation can be interpreted in terms of a physical event.

1. Getting started

To start the program, run CellFlow.exe. First you need to import a geometry, by using the corresponding button. The geometries are specified in *.gmt files. You can use an existing example, or generate a new one by using a spreadsheet program like Excel (see section 3). If you press ‘Recalc’, the program will start simulating.
1.1 Interrupting the program.

When simulating, the buttons tend not to respond very smoothly. To interrupt the program, for example to change the display options, it works best to click the close box in the corner of the window. Instead of closing the window, CellFlow interrupts. If you chose ‘Cancel/Pause’ the program will allow you to more do change options. When you are ready, press ‘Cont’.
1.2. Save/Recall.

After having imported a geometry, you can save and recall states, so that you can continue from where you left off earlier. Also, you can use the  ‘_State’ file, which is tab-separated ASCII, to analyze the data. The ‘_out’ file is a smaller data file which corresponds to the viewed data only.

2. Principles

2.1 Time iteration

CellFlow works using explicit time dependent dynamic equations. In many algorithms for incompressible flow, you have to check if the incompressibility criterion is met for each cell; i.e. if the net flow into the cell is zero. This is a non-causal process; all cells may depend on all other cells at each moment. CellFlow uses compressible flow, so the net flow into the cell need not be zero. At any time, there can be an arbitrary field of velocities and pressures, which completely determine the velocities and pressures of the next time step. This means that once you have an initial flow, there is always a solution for flows at later time. The reason this works is because it is the way nature works. Nature does not check criteria; it just evolves according to causal laws. Another advantage of this method is that you do not need a turbulence model to account for time-dependent fluctuations in the flow, since all time-dependency is modeled explicitly.
An apparent disadvantage that this approach has is that you are forced to use time steps smaller than the fastest process in the problem. If there is at the same time also a slow process in the problem, then you will need a lot of time steps. This situation can for example occur if you have a metal heat exchanger with a gas flow. The gas flow will stabilize in a few milliseconds, but it may take hours to heat up the metal of the heat exchanger. The solution is to change parameters that you are not interested in anyway. In this case, you would change the heat capacity of the metal by a few orders of magnitude, so that the heat exchanger will heat up very quickly. This may seem artificial, but other solvers really do much worse things, like all together ignoring time dependent effects. Cellflow does things explicitly in terms of physical concepts that other codes do implicitly, thereby letting you realize better what assumptions your model is using.
Note that in reality, there may be flow structures smaller than the smallest cell. The size of smallest flow structures can be found using the Kolmogorov length scale. However, this length is often very small. So you need to find tricks to incorporate them without simulating them explicitly. CellFlow doe not do this. So if your problem has a high Reynolds number and depends on details of turbulent properties, CellFlow is not a good program. (Maybe I will improve it some day)

2.1 Cell structure

Space is divided into cells. Each cell has an index number, or ordinal, n.

The cells are indexed in an N-dimensional hypercube  (i, j, k, …). A 1 or 2 dimensional hypercube is naturally represented in a spreadsheet. Each cell of a spreadsheet corresponds to a cell in the geometry. All parameters can be specified per cell. Default parameters are specified in a line preceding the geometry. If no Default is specified, the program uses a Default-Default. A nice thing about spreadsheets is that we can conveniently use “copy/paste” methods to “paint” our geometry, using colors as visual aid, and we can use the calculation facilities and macros to aid the preprocessing.

To build higher dimensions, we use layers. The layers are appended underneath each other.

Cells are not necessarily of equal size.

The idea of Cellfow is based on electric circuit equivalents. 

All extensive quantities (mass, heat, etc) are thought to be integrated over the cell, and then positioned at the vertex of the cell. The edges interconnect the vertices, so all transfer coefficients are at edges. Flow quantities are special, because as the agent of convection, mass flow is located on the edges, but is also proportional to momentum, which can itself be convected. In fact, the factor that converts from momentum to mass flow, can be thought of as mapping at the same time from vertex to edge: Momentum is an extensity variable, which scales with volume, while mass flux is a “D-1 chunk”(See electric circuit equivalents)
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2.2 Dynamic variables

Each cell has a number of extensive variables, that are usually conserved:

Mass (Mols of species j)

Momentum in dimension i

Energy

The extensive variables completely determine the state of the system.

2.3 Intensity variables

From the extensive variables and geometric variables, a set of intensive variables are computed. Typically these include

Temperature

Pressure

Velocity

Density

These variables are in a sense just auxiliary variables; they could in principle be left out. But they represent variables that the user generally likes to see as output, and they are useful in facilitating calculations.

2.4 Dynamical equations:

Each cell is connected to other cells. The default connectivity is that in each dimension, a cell has 2 neighbours, unless it is at the boundary of the model. For example, in 2 dimensions, most cells have 4 neighbors: left, right, upper, lower.

To facilitate notation, we call the 2 neighbors in each dimension (n) the inc_n and the dcr_n, the incremented and decremented neighbors respectively.
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Figure 1: Cell structure in relation to neighbor. The cells are in a rectangular grid, but a neighboring cell need not be the same size. An imaginary wedge shape interface can then be though of as being between 2 unequally sized cells.

So we have in effect a rectangular grid. The distance to the next neighbor in dimension (i) is dd(n,i).
The hypervolume (V) of the cell 
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Note that this implies that the coordinate of the cell is in the decrementing corner of the hyper rectangle, not in the center.

There are normally 2*D sets transfer coefficients to neighboring cells connecting to each cell, but only half of them belong to a cell. The other half belong to the respective neighbors. The ones that belong to the cell can be calculated from the cell properties, those belonging to a neighbor must be calculated using the neighbor’s properties. For example the transfer coefficient for thermal conduction is:.
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This will be used to generate a contribution to the change in energy:
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To calculate the heat flux from the decrementing neighbor, we have to use the transfer coefficient from the decrementing neighbor. The convention is that the flux belonging to a cell goes on the incrementing side.
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So for the decrementing neighbor, we have to use the transfer coefficient belonging to the decrementing neighbor, instead of the to the cell itself:
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Viscosity and diffusion work identically to thermal conduction, with momentum and species being the respective transported quantities. Note that momentum is a vector quantity: All N components are diffused independently.
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A slightly different equation is momentum change due to pressure gradients. The difference is that we have a driving force located on vertices and a changing quantity located on edges. So the indexing is different.
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Next, we have advection. Advection is more or less the same as convection. It is the transport of quantities that are carried with the fluid as it moves.

If we imagine the cell that our mass to is stored in as a containers, we can imagine convection as a bucket containing an amount of mass equal to [mass flow]*dt. This mass is transferred to the neighbor.

But we have to be careful with the direction here. If the mass flow is negative, then the mass is taken from the neighbor. This is not the same as taking a negative amount of mass from the present cell, because the quantities

This is a subtle difference, but as I found out long time ago, doing it wrong leads to numerical instability, that will ruin the program.

3. Geometry files
3.0 basic structure

A geometry is specified in a tab separated file.
The x-direction corresponds to columns, the y direction corresponds to rows. Other dimensions are defined by making layeres of xy-planes.
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Even if you have a 1 or 2 dimensional problem, you must still define a layer, by using an ‘L’in the first column of a row. This row is not part of the geometry. So the

Cells are sandwiched between ‘L’ markers. If you have more than 3 dimensions, you put a number behind the L to define which dimension is terminated at that layer.
In each cell of the input, an instruction can be specified for that cell. If the cell is before the first layer, then it is interpreted as a default for the entire geometry.

Each cell contains codes, separated by colons. A code contains a 2 letter code, followed by 1 or 2 numbers separated by semicolons. For example
 ‘DT0.001:NT1000’

Specifies that thwe timestedp (‘DT’) is 0.001, and that the number of step (‘NT’) is 1000.

3.1. List of Codes

This list may be incomplete, it is constantly expanded.

NTxx Set Number of time steps  to  xx

DTxx Set dt (time interval) to xx
UTxx Set screen output update time interval to xx steps
STxx Set auto save interval to xx steps (default 10000)
FTxx Set bitmap generation interval to xx steps (default 10000000)

LTxx Set log time to xx

TRxx Set Set Ramp-up time for Ramped boundary conditions. Xx is the number of time steps that the boundary value is ramped up from zero. This facility is made to prevent shock-wave-like instabilities that  can occur if a very steep change in conditions is applied. It is used in combination with the WV specifier (WV-value is set to -2)
DDi;xx:  Set the space interval of the cell in dimension abs(i) to xx. If i < 0 then the instruction applies to the entire hyperplane that has the same xx-ordinal as the cell.
If i = 0 then all dimensions are implied.

HHi;xx: The ‘height’ is an extra dimension that is always one cell big, but allows a variable volume. Typically, you need this to emulate cylindrical coordinates, where height = 2πRdθ.

xx is the height (default is 1.) If i < 0 then it indicates that specification applies to the entire hyperplane hyperplane that has the same xx-ordinal as the cell.. This would be used in defining cylindrical coordinates, you want all cells for the same radius to have the same height, so you would specify:


HH1[2πRdθ]
SAxx  set MaxScale to xx
SIxx  set Minscale to xx
SWxx  set WhatDisp to xx
SDxx  set DispDim to xx
GGi;xx set acceleration of gravity in direction I to xx
NSxx set nspecies to xx(must be place in header section)

CPxx  set heat capacity Cp to xx
ETxx set dynamic viscosity eta to xx

RHxx set density rho to xx
LAxx set heat conductivity Lambda to xx
RRxx set porous media resistance R to xx
WV[i;x] (Wall in direction i) Keeps standard velocity in direction i constant by supplementing the momentum accordingly. (‘Standard’ means a correction for non-default density. So v_std = v * rho/rho_std ) If x = 0, then there is no wall (=default). If x < 0, then velocity is held constant, but convection along the i-edge of de cell is allowed. If x > 0 , then velocity is held constant, but convection along the i-edge of de cell is disabled.

A wall with x>0 would typically correspond to a physical wall, or a cell with non-fluid material.

A “wall” with x< 0 can be used in combination with the ‘VV’specifier, to apply a constant standard velocity.

If the index (i) is set to zero, then all directions are simultaneously implied. 

If  a wall-value of 2 is specified, then the cell on the decrementing side of dimension I is made 1, and after that the wall-value of the cell itself is overruled as 1. (This is because often you want a cell to have walls on all sides, and it is often irritating that the wall-spec on the decrementing side must be specified in a neighbouring cell.

If a Wall value of -2 is specified, the applied velocity is ramped up over time. The number of timesteps is specified with the RT-specifier. (At the moment, only a single global RT is possible for all ramped boundary values)

WT-1: (Temperature Constant) Keeps the temperature constant by supplementing the amount of energy  in the cell accordingly. The amount of mass and momentum is scaled in proportion, so that pressure and velocity are not influenced.

WP-1 (Pressure Constant) Keeps the pressure constant by supplementing the amount of mass in the cell accordingly. The amount of energy and momentum is scaled in proportion, so that temperature and velocity is not influenced. The optional parameter x is the pressure. If left out, the default value is taken. Note that this cell does not conserve mass. For this reason it is often place on the geometrical boundary, where mass is thought to flow in and out of the system under consideration.

CCi;xx set Concentration of species i to xx. Gives a constant concentration in conjunction with WP-1.
VVi;xx set initial velocity in direction I to xx. Gives a constant velocity in conjunction with WT-1.
TTxx set initial temperature T to xx. Gives a constant temperature in conjunction with WT-1.
PPxx set initial pressure p to xx. Gives a constant pressure in conjunction with WP-1. 
FFi;xx set external force F in direction i to xx
GPi;xx  set GlobalPar(i) to xx. Used to pas numbers to user implemented special routines.
4. Boundary conditions

At the edges of the grid, there is no neighbor, so no transport.

If you want transport across an edge of the grid, create an extra layer off cells, and make the cell nearest to the edge a constant intensity cell. This effectively makes it a sink or source, since cell flow will adapt the extensity variables to keep the intensity variables constant.

Because CellFlow assumes edges on the incrementing side of vertices, the near-edge of the grid will automatically have no edges protruding out of the grid. On the far edge of the grid, is similar situation is imposed automatically by CellFlow by setting the Wall-variable of those cells to 1.
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Because edges of a cell are on the incrementing side of vertices, there is an asymmetry in making a velocity source  on the incremented or the decremented end of a grid. You need a “WP-1” on the upstream vertex of a velocity source, to make up for the mass that is pulled out of the upstream cell. On the decremented side, this is in the same cell as the velocity source, but on the decrementing side this is one cell incremented. (see picures below)
[image: image13.wmf]L

WP-1:WV1;-1:VV1;1

L


[image: image14.wmf]L

WV1;-1:VV1;-1

WP-1

L


5. Display/output
5.0

The display is mostly self explanatory. See section 1.1 for interrupting the program if the buttons are not reacting well to mouse clicks.
5.1. Vector plots
The Minscale is a factor that converts velocity to coordinates. The bigger Minscale, the smaller the arrows get. 

The Maxscale is the maximum length in pixel of an arrow ( longer ones are truncated)

5.2 “_State” file

The program first prints the number of cells (To check if it is the same, when using “Recall”)
Then it prints 3 rows with the number of timesteps.

It then prints all layers, with quantities:

Extensity (used for ‘recall’)

Momentum in each direction
Heat

Mass per specie

Intensity 

 Standard velocity

Temperature - 273.15

Concentration per specie

5.3 interrupting a very large problem.

If you build a very big problem, using up most memory of the computer, the program is difficult to interrupt. To help stop the program in due course, you can edit the file “checkstop”, and put a “1”in it.  Cellflow reads this file every timestep, and halts if there is a 1. I made a small application “StopCellFlow” for this.
6. Convergence speed and time step

Problems that take a lot of iterations to solve generally have 2 times scales that are far apart. The slow time scale forces you to simulate for at least several times the slow time constant, but you cannot use time steps greater than in the order of the small time scale.

When you are interested in the static solution, or the dynamics at a relatively large time scale, you may want to artificially suppress the fast dynamics, so that you can increase the time step.

6.1 Increasing the flow relaxation time scale

If you need the flow just for an approximate convection carrier, you may not care about pressure drop, and perhaps not in details of vortices. In other words, a potential flow would be OK for your problem. In that case, damping can be introduced by a friction factor, using ‘RR’.

6.2 Increasing the acoustic time scale.
Often you are not interested in the acoustic time scale, so you want to use larger time steps than required by the acoustics. 

Roughly, the stability criterion for acoustic time scale is:
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The time step should not be larger than the time it takes for sound to travel the distance of a cell. To reduce the speed of sound, without influencing the static temperatures, relative pressures and density, we can alter the gas constant (R):
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To alter R, we can alter p0, (Using ‘PP’ in the header) since usually we are only interested in relative pressure, not in absolute pressure. (To alter ρ, we would change dynamic pressures in the flow, which is often undesired).
But p0 should not be lowered below the typical dynamic pressure drops. So, 
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And take into account pressure drops due to friction:
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6.3 Increasing the Thermal time scale.

The stability criterion is approximately given by
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If we consider static thermal distribution in solids, then rho and Cp are not relevant, so for example Cp can be lowered.
If we look at fluids, then Cp can not be changed, because it would change the ratio of convection versus conduction. But the Cp of walls may be altered without effecting the static solution for the temperature distribution.
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